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• Safety-critical systems rely on the use of timing analyses un-
der architecture considerations to estimate Worst-Case Exe-
cution Times (WCET).

• Such architecture models generally built by hand in WCET
analyzers, while using the open hardware frameworks [2] its
automation could be possible.

• Generating hardware models for timing analysis have Ver-
ilog/VHDL designs [3]. However, hardware designers tend
to use higher-level and more expressive languages, such as
Chisel.

Motivation

• Automatic construction of datapath pipeline model from
high-level hardware designs [1].

• Evaluation of the approach on in-order RISC-V processors.

Contributions

• Pipeline analysis algorithm:

– Identified the processor registers.
– Explore the combinatorial and sequential logics to build the registers context.
– Build the dependency relations between registers.
– Assign to each register its pipeline stage based on two rules:

∗ Rule 1: register dependencies.
∗ Rule 2: based on a heuristic "when" conditional block.

– Deduce the pipeline depth and construct the pipeline datapath model.

Listing 1: Chisel registers updates in when conditional block
1 Class DatPath :
2
3 val dec_pc = RegInit (size)
4 val exe_pc = RegInit (size)
5 val exe_rs2_data = Reg (size)
6 val dec_rs2_data = Wire (size)
7
8 when (C4) {
9 exe_pc := dec_pc

10 exe_rs2_data := dec_rs2_data
11 }

Pipeline datapath analysis

• RISC-V Sodor [4] processor is Chisel [5] based processor and we consider its 5-stage version.
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Reg Rule #Stage
if_pc - 1

dec_pc 1 2
ex_pc 1 3

mem_pc 1 4
dec_inst 2 2

ex_alu_op1 2 3
ex_alu_op2 2 3
ex_rs2_data 2 3

mem_alu_out 1 4
mem_rs2_data 1 4

wb_wbdata 1 5

Illustration on RISC-V SODOR 5-stages processor

• An application of the analysis on a set of in-order RISC-V
processors: 3 to 5 stages.

LOC #Regs Rule 1 Rule 2 #Stage
RISC-V Mini 241 15 5 10 3

Sodor 646 48 34 14 5
KyogenRV 4567 93 47 36 5

Experimental results on RISC-V processor designs

• Develop an extended analysis for multi-modular datapath
pipelines and out-of-order processors.

• Generate the abstract formal models to verify timing proper-
ties.
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